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# Overview:

##### The dataset comprised of housing data related to home sales in Ames, Iowa from 2006 - 2010. I found the data on kaggle, at the link below, and it look to me a commonly used data set for statistical analysis. The aim of the dataset is to better predict the sells price of a house.

<https://www.kaggle.com/c/house-prices-advanced-regression-techniques>

house = read.csv('housedata.csv', header = TRUE)  
library(caret)

## Loading required package: lattice

## Loading required package: ggplot2

library(ggplot2)  
library(RANN)  
library(ranger)  
library(rpart)  
library(e1071)

The target variable is the house sales price. The sales price was originally a numeric variable, so to make it work with the models, we made it categorical by dividing the data. The data is split into house that were sold for above or below 140k. I used $140K because thats what Zillow estimated the median home in Ames, Iowa cost in 2010. The model to be able to predict if a house was cheap or expensive compared to Zillows median price. The target variable is coded as 1 and 2. 1 is below average and 2 is above average.

This data set orginally had about 80 variables, but to simiplify the data I reduced it down to 18 variables that I felt were the most important. It has 5 numeric, 12 categorical, and the target variable. The variable reprsent factors like year the house was sold, year it was remodelled, number of rooms, garage size, lot area, neighborhood, overall quailty, etc. Each of the varaibles is unique enough that they should be strong predictors of house sales price.

names(house)[1] = "target"  
house$target[house$target <= 140000] <- 1  
house$target[house$target>140000] <- 2  
house$target = as.factor(house$target)  
house$YrSold = as.factor(house$YrSold)  
house$YearRemodAdd = as.factor(house$YearRemodAdd)  
house$MoSold = as.factor(house$MoSold)  
house$TotRmsAbvGrd = as.factor(house$TotRmsAbvGrd)  
house$GarageCars = as.factor(house$GarageCars)  
house$OverallQual = as.factor(house$OverallQual)  
summary(house)

## target MSSubClass LotFrontage LotArea LotConfig   
## 1:509 Min. : 20.0 Min. : 21.00 Min. : 1300 Corner : 263   
## 2:951 1st Qu.: 20.0 1st Qu.: 59.00 1st Qu.: 7554 CulDSac: 94   
## Median : 50.0 Median : 69.00 Median : 9478 FR2 : 47   
## Mean : 56.9 Mean : 70.05 Mean : 10517 FR3 : 4   
## 3rd Qu.: 70.0 3rd Qu.: 80.00 3rd Qu.: 11602 Inside :1052   
## Max. :190.0 Max. :313.00 Max. :215245   
## NA's :259   
## Neighborhood BldgType HouseStyle OverallQual YearRemodAdd  
## NAmes :225 1Fam :1220 1Story :726 5 :397 1950 :178   
## CollgCr:150 2fmCon: 31 2Story :445 6 :374 2006 : 97   
## OldTown:113 Duplex: 52 1.5Fin :154 7 :319 2007 : 76   
## Edwards:100 Twnhs : 43 SLvl : 65 8 :168 2005 : 73   
## Somerst: 86 TwnhsE: 114 SFoyer : 37 4 :116 2004 : 62   
## Gilbert: 79 1.5Unf : 14 9 : 43 2000 : 55   
## (Other):707 (Other): 19 (Other): 43 (Other):919   
## Exterior1st MasVnrArea BsmtFinSF1 TotRmsAbvGrd GarageCars  
## VinylSd:515 Min. : 0.0 Min. : 0.0 6 :402 0: 81   
## HdBoard:222 1st Qu.: 0.0 1st Qu.: 0.0 7 :329 1:369   
## MetalSd:220 Median : 0.0 Median : 383.5 5 :275 2:824   
## Wd Sdng:206 Mean : 103.7 Mean : 443.6 8 :187 3:181   
## Plywood:108 3rd Qu.: 166.0 3rd Qu.: 712.2 4 : 97 4: 5   
## CemntBd: 61 Max. :1600.0 Max. :5644.0 9 : 75   
## (Other):128 NA's :8 (Other): 95   
## PavedDrive MoSold YrSold   
## N: 90 6 :253 2006:314   
## P: 30 7 :234 2007:329   
## Y:1340 5 :204 2008:304   
## 4 :141 2009:338   
## 8 :122 2010:175   
## 3 :106   
## (Other):400

This chart shows the break down of the target variable

ggplot(data=house)+geom\_bar(mapping = aes(x=house$target))+labs(x='target')
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ggplot(data=house)+ geom\_bar(mapping = aes(x=house$target, fill=house$OverallQual), position = "dodge") + labs(x='target', fill = 'OverallQuality')
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ggplot(data=house)+ geom\_bar(mapping = aes(x=house$target, fill=house$HouseStyle), position = "dodge") + labs(x='target', fill = 'HouseStyle')
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ggplot(data=house)+ geom\_bar(mapping = aes(x=house$target, fill=house$Neighborhood), position = "dodge") + labs(x='target', fill = 'Neighborhood')
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ggplot(data=house)+ geom\_bar(mapping = aes(x=house$target, fill=house$BldgType), position = "dodge") + labs(x='target', fill = 'BuildingType')
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ggplot(data=house)+ geom\_bar(mapping = aes(x=house$target, fill=house$MoSold), position = "dodge") + labs(x='target', fill = 'MonthSold')
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ggplot(data=house)+ geom\_bar(mapping = aes(x=house$target, fill=house$TotRmsAbvGrd), position = "dodge") + labs(x='target', fill = 'TotalRoomsAboveGrade')
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ggplot(data=house)+geom\_density(mapping = aes(x=house$target,color=house$YrSold))+labs(x=house$target,color='YearSold')
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ggplot(data=house)+geom\_density(mapping = aes(x=house$target,color=house$GarageCars))+labs(x=house$target,color=house$GarageCars)

## Warning: Groups with fewer than two data points have been dropped.
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ggplot(data=house)+geom\_density(mapping = aes(x=house$target,color=house$BldgType))+labs(x=house$target,color=house$BldgType)

![](data:image/png;base64,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) This plot compares lot frontage to lot area with different colors each target variable. The more expensive homes had more variablilty in area and frontage.

ggplot(data=house)+geom\_point(mapping=aes(x=house$LotFrontage, y=house$LotArea, color = house$target))+labs(x='LotFrontage',y='LotArea')

## Warning: Removed 259 rows containing missing values (geom\_point).
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ggplot(data=house)+geom\_point(mapping=aes(x=house$MasVnrArea, y=house$LotArea, color = house$target))+labs(x=house$MasVnrArea,y=house$LotArea)

## Warning: Removed 8 rows containing missing values (geom\_point).
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ggplot(data=house)+geom\_point(mapping=aes(x=house$BsmtFinSF1, y=house$LotArea, color = house$target))+labs(x='BasementFinishSF1',y='LotArea')
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ggplot(data=house)+geom\_point(mapping=aes(x=house$BsmtFinSF1, y=house$MasVnrArea, color = house$target))+labs(x=house$BsmtFinSF1,y=house$MasVnrArea)

## Warning: Removed 8 rows containing missing values (geom\_point).
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ggplot(data=house)+geom\_point(mapping=aes(x=house$BsmtFinSF1, y=house$LotFrontage, color = house$target))+labs(x=house$BsmtFinSF1,y=house$LotFrontage)

## Warning: Removed 259 rows containing missing values (geom\_point).

![](data:image/png;base64,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)

house1 = house

### Handling Missing Data

The first way I handled the missing data was to eliminate the observations that had any missing data. There is not that much missing data with only a few variable missing data, so eliminating some data should not have a big impact on the model overall. The second method I just was the KnnImpute. Third was the Median Impute method.

house1 = house1[complete.cases(house1), ]  
sum(is.na(house1))

## [1] 0

preProcess\_knn <- preProcess(house, method='knnImpute')  
knnhouse <- predict(preProcess\_knn, newdata = house)  
sum(is.na(knnhouse))

## [1] 0

preProcess\_med<- preProcess(house,method ='medianImpute')  
medhouse <- predict(preProcess\_med, newdata = house)  
sum(is.na(medhouse))

## [1] 0

#### Baseline Models.

These models run basic ranger, random forest models for each of the 3 immpuation methods. This will set a base for which model is likely to be the best predictor.

set.seed(10)  
model1a <- train(target~.,data = house1, method = "ranger",   
 trControl = trainControl(method ="cv", number = 7, verboseIter = TRUE))

## + Fold1: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold1: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold1: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold1: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold1: mtry=159, min.node.size=1, splitrule=gini   
## - Fold1: mtry=159, min.node.size=1, splitrule=gini   
## + Fold1: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold1: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold1: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold1: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold1: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold1: mtry=159, min.node.size=1, splitrule=extratrees   
## + Fold2: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold2: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold2: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold2: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold2: mtry=159, min.node.size=1, splitrule=gini   
## - Fold2: mtry=159, min.node.size=1, splitrule=gini   
## + Fold2: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold2: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold2: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold2: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold2: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold2: mtry=159, min.node.size=1, splitrule=extratrees   
## + Fold3: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold3: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold3: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold3: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold3: mtry=159, min.node.size=1, splitrule=gini   
## - Fold3: mtry=159, min.node.size=1, splitrule=gini   
## + Fold3: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold3: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold3: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold3: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold3: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold3: mtry=159, min.node.size=1, splitrule=extratrees   
## + Fold4: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold4: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold4: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold4: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold4: mtry=159, min.node.size=1, splitrule=gini   
## - Fold4: mtry=159, min.node.size=1, splitrule=gini   
## + Fold4: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold4: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold4: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold4: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold4: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold4: mtry=159, min.node.size=1, splitrule=extratrees   
## + Fold5: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold5: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold5: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold5: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold5: mtry=159, min.node.size=1, splitrule=gini   
## - Fold5: mtry=159, min.node.size=1, splitrule=gini   
## + Fold5: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold5: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold5: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold5: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold5: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold5: mtry=159, min.node.size=1, splitrule=extratrees   
## + Fold6: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold6: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold6: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold6: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold6: mtry=159, min.node.size=1, splitrule=gini   
## - Fold6: mtry=159, min.node.size=1, splitrule=gini   
## + Fold6: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold6: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold6: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold6: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold6: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold6: mtry=159, min.node.size=1, splitrule=extratrees   
## + Fold7: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold7: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold7: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold7: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold7: mtry=159, min.node.size=1, splitrule=gini   
## - Fold7: mtry=159, min.node.size=1, splitrule=gini   
## + Fold7: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold7: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold7: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold7: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold7: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold7: mtry=159, min.node.size=1, splitrule=extratrees   
## Aggregating results  
## Selecting tuning parameters  
## Fitting mtry = 80, splitrule = gini, min.node.size = 1 on full training set

model1b <- train(target~.,data = knnhouse, method = "ranger",   
 trControl = trainControl(method ="cv", number = 7, verboseIter = TRUE))

## + Fold1: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold1: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold1: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold1: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold1: mtry=159, min.node.size=1, splitrule=gini   
## - Fold1: mtry=159, min.node.size=1, splitrule=gini   
## + Fold1: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold1: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold1: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold1: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold1: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold1: mtry=159, min.node.size=1, splitrule=extratrees   
## + Fold2: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold2: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold2: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold2: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold2: mtry=159, min.node.size=1, splitrule=gini   
## - Fold2: mtry=159, min.node.size=1, splitrule=gini   
## + Fold2: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold2: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold2: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold2: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold2: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold2: mtry=159, min.node.size=1, splitrule=extratrees   
## + Fold3: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold3: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold3: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold3: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold3: mtry=159, min.node.size=1, splitrule=gini   
## - Fold3: mtry=159, min.node.size=1, splitrule=gini   
## + Fold3: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold3: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold3: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold3: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold3: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold3: mtry=159, min.node.size=1, splitrule=extratrees   
## + Fold4: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold4: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold4: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold4: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold4: mtry=159, min.node.size=1, splitrule=gini   
## - Fold4: mtry=159, min.node.size=1, splitrule=gini   
## + Fold4: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold4: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold4: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold4: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold4: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold4: mtry=159, min.node.size=1, splitrule=extratrees   
## + Fold5: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold5: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold5: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold5: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold5: mtry=159, min.node.size=1, splitrule=gini   
## - Fold5: mtry=159, min.node.size=1, splitrule=gini   
## + Fold5: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold5: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold5: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold5: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold5: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold5: mtry=159, min.node.size=1, splitrule=extratrees   
## + Fold6: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold6: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold6: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold6: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold6: mtry=159, min.node.size=1, splitrule=gini   
## - Fold6: mtry=159, min.node.size=1, splitrule=gini   
## + Fold6: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold6: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold6: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold6: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold6: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold6: mtry=159, min.node.size=1, splitrule=extratrees   
## + Fold7: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold7: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold7: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold7: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold7: mtry=159, min.node.size=1, splitrule=gini   
## - Fold7: mtry=159, min.node.size=1, splitrule=gini   
## + Fold7: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold7: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold7: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold7: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold7: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold7: mtry=159, min.node.size=1, splitrule=extratrees   
## Aggregating results  
## Selecting tuning parameters  
## Fitting mtry = 80, splitrule = gini, min.node.size = 1 on full training set

model1c <- train(target~.,data = medhouse, method = "ranger",   
 trControl = trainControl(method ="cv", number = 7, verboseIter = TRUE))

## + Fold1: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold1: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold1: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold1: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold1: mtry=159, min.node.size=1, splitrule=gini   
## - Fold1: mtry=159, min.node.size=1, splitrule=gini   
## + Fold1: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold1: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold1: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold1: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold1: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold1: mtry=159, min.node.size=1, splitrule=extratrees   
## + Fold2: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold2: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold2: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold2: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold2: mtry=159, min.node.size=1, splitrule=gini   
## - Fold2: mtry=159, min.node.size=1, splitrule=gini   
## + Fold2: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold2: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold2: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold2: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold2: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold2: mtry=159, min.node.size=1, splitrule=extratrees   
## + Fold3: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold3: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold3: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold3: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold3: mtry=159, min.node.size=1, splitrule=gini   
## - Fold3: mtry=159, min.node.size=1, splitrule=gini   
## + Fold3: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold3: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold3: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold3: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold3: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold3: mtry=159, min.node.size=1, splitrule=extratrees   
## + Fold4: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold4: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold4: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold4: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold4: mtry=159, min.node.size=1, splitrule=gini   
## - Fold4: mtry=159, min.node.size=1, splitrule=gini   
## + Fold4: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold4: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold4: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold4: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold4: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold4: mtry=159, min.node.size=1, splitrule=extratrees   
## + Fold5: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold5: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold5: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold5: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold5: mtry=159, min.node.size=1, splitrule=gini   
## - Fold5: mtry=159, min.node.size=1, splitrule=gini   
## + Fold5: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold5: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold5: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold5: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold5: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold5: mtry=159, min.node.size=1, splitrule=extratrees   
## + Fold6: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold6: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold6: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold6: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold6: mtry=159, min.node.size=1, splitrule=gini   
## - Fold6: mtry=159, min.node.size=1, splitrule=gini   
## + Fold6: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold6: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold6: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold6: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold6: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold6: mtry=159, min.node.size=1, splitrule=extratrees   
## + Fold7: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold7: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold7: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold7: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold7: mtry=159, min.node.size=1, splitrule=gini   
## - Fold7: mtry=159, min.node.size=1, splitrule=gini   
## + Fold7: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold7: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold7: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold7: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold7: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold7: mtry=159, min.node.size=1, splitrule=extratrees   
## Aggregating results  
## Selecting tuning parameters  
## Fitting mtry = 159, splitrule = gini, min.node.size = 1 on full training set

print(model1a)

## Random Forest   
##   
## 1195 samples  
## 17 predictor  
## 2 classes: '1', '2'   
##   
## No pre-processing  
## Resampling: Cross-Validated (7 fold)   
## Summary of sample sizes: 1024, 1024, 1024, 1025, 1024, 1024, ...   
## Resampling results across tuning parameters:  
##   
## mtry splitrule Accuracy Kappa   
## 2 gini 0.8669615 0.7099560  
## 2 extratrees 0.8552460 0.6833086  
## 80 gini 0.8761561 0.7371369  
## 80 extratrees 0.8636149 0.7142781  
## 159 gini 0.8661261 0.7161442  
## 159 extratrees 0.8577719 0.7014538  
##   
## Tuning parameter 'min.node.size' was held constant at a value of 1  
## Accuracy was used to select the optimal model using the largest value.  
## The final values used for the model were mtry = 80, splitrule = gini  
## and min.node.size = 1.

print(model1b)

## Random Forest   
##   
## 1460 samples  
## 17 predictor  
## 2 classes: '1', '2'   
##   
## No pre-processing  
## Resampling: Cross-Validated (7 fold)   
## Summary of sample sizes: 1251, 1252, 1252, 1251, 1252, 1251, ...   
## Resampling results across tuning parameters:  
##   
## mtry splitrule Accuracy Kappa   
## 2 gini 0.8664165 0.6936131  
## 2 extratrees 0.8493086 0.6510574  
## 80 gini 0.8801100 0.7382768  
## 80 extratrees 0.8670803 0.7132367  
## 159 gini 0.8725912 0.7223240  
## 159 extratrees 0.8623055 0.7019881  
##   
## Tuning parameter 'min.node.size' was held constant at a value of 1  
## Accuracy was used to select the optimal model using the largest value.  
## The final values used for the model were mtry = 80, splitrule = gini  
## and min.node.size = 1.

print(model1c)

## Random Forest   
##   
## 1460 samples  
## 17 predictor  
## 2 classes: '1', '2'   
##   
## No pre-processing  
## Resampling: Cross-Validated (7 fold)   
## Summary of sample sizes: 1251, 1251, 1251, 1251, 1253, 1251, ...   
## Resampling results across tuning parameters:  
##   
## mtry splitrule Accuracy Kappa   
## 2 gini 0.8616639 0.6815176  
## 2 extratrees 0.8438230 0.6373924  
## 80 gini 0.8704902 0.7182621  
## 80 extratrees 0.8609407 0.6989656  
## 159 gini 0.8732409 0.7244061  
## 159 extratrees 0.8596034 0.6945633  
##   
## Tuning parameter 'min.node.size' was held constant at a value of 1  
## Accuracy was used to select the optimal model using the largest value.  
## The final values used for the model were mtry = 159, splitrule = gini  
## and min.node.size = 1.

All three models produced similar results, but the the Knn data set produced the best accuracy reading of 0.88 with a mtry of 80, splitrule = gini and min.node.size =1. The second best result was the median data set with the same tuning parameters.

### Recoding

I choose to recoded a few variables that had more then 5 levels. The recoded variables included mounth sold, year remodeled, Neighborhood, and Total rooms. The categories were reduced for each variable, with months grouped by season, years reduced by decades or half-decades, and others recoded to reduce the number of levels.

Rechouse1 = house1  
Recknnhouse = knnhouse  
Recmedhouse = medhouse

levels(Rechouse1$TotRmsAbvGrd) = c("4", "4", "4", "5", "6", "7", "8", "9", "10", "10", "10", "10")  
levels(Rechouse1$MoSold) = c("W", "W", "Sp", "Sp", "Sp", "S", "S", "S", "F", "F", "F", "W")  
levels(Rechouse1$YearRemodAdd) = c("1950", "1950", "1950", "1950", "1950", "1950", "1950", "1950", "1950", "1950", "1960", "1960", "1960", "1960", "1960", "1960", "1960", "1960", "1960", "1960", "1970", "1970", "1970", "1970", "1970", "1970", "1970", "1970", "1970", "1970", "1980", "1980", "1980", "1980", "1980", "1980", "1980", "1980", "1980", "1980", "1990", "1990", "1990", "1990", "1990", "1990", "1990", "1990", "1990", "1990", "2000", "2000", "2000", "2000", "2000", "2000", "2006", "2006", "2006", "2006", "2010")  
levels(Rechouse1$HouseStyle) = c("15", "15", "1", "25", "25", "2", "1", "1" )  
levels(Rechouse1$Neighborhood) = c("B", "B", "B", "B", "C", "C", "C", "C", "M", "M", "M", "M", "N", "N", "N", "N", "N", "S", "S", "S", "S", "S", "S", "T", "T")  
summary(Rechouse1)

## target MSSubClass LotFrontage LotArea LotConfig   
## 1:451 Min. : 20.00 Min. : 21.00 Min. : 1300 Corner :200   
## 2:744 1st Qu.: 20.00 1st Qu.: 59.00 1st Qu.: 7418 CulDSac: 45   
## Median : 50.00 Median : 69.00 Median : 9250 FR2 : 33   
## Mean : 57.23 Mean : 70.03 Mean : 9954 FR3 : 4   
## 3rd Qu.: 70.00 3rd Qu.: 80.00 3rd Qu.: 11248 Inside :913   
## Max. :190.00 Max. :313.00 Max. :215245   
##   
## Neighborhood BldgType HouseStyle OverallQual YearRemodAdd  
## B: 83 1Fam :989 15:149 5 :333 2000 :248   
## C:271 2fmCon: 28 1 :668 6 :282 1950 :239   
## M:134 Duplex: 47 25: 18 7 :262 2006 :219   
## N:346 Twnhs : 40 2 :360 8 :141 1990 :201   
## S:324 TwnhsE: 91 4 : 98 1970 :128   
## T: 37 9 : 42 1960 :101   
## (Other): 37 (Other): 59   
## Exterior1st MasVnrArea BsmtFinSF1 TotRmsAbvGrd GarageCars  
## VinylSd:443 Min. : 0.0 Min. : 0.0 4 : 87 0: 74   
## MetalSd:189 1st Qu.: 0.0 1st Qu.: 0.0 5 :229 1:312   
## Wd Sdng:168 Median : 0.0 Median : 351.0 6 :337 2:637   
## HdBoard:160 Mean : 102.7 Mean : 425.8 7 :254 3:168   
## Plywood: 71 3rd Qu.: 160.0 3rd Qu.: 689.5 8 :162 4: 4   
## CemntBd: 52 Max. :1600.0 Max. :5644.0 9 : 61   
## (Other):112 10: 65   
## PavedDrive MoSold YrSold   
## N: 81 W :139 2006:264   
## P: 25 Sp:361 2007:265   
## Y:1089 S :501 2008:251   
## F :194 2009:272   
## 2010:143   
##   
##

levels(Recknnhouse$TotRmsAbvGrd) = c("4", "4", "4", "5", "6", "7", "8", "9", "10", "10", "10", "10")  
levels(Recknnhouse$MoSold) = c("W", "W", "Sp", "Sp", "Sp", "S", "S", "S", "F", "F", "F", "W")  
levels(Recknnhouse$YearRemodAdd) = c("1950", "1950", "1950", "1950", "1950", "1950", "1950", "1950", "1950", "1950", "1960", "1960", "1960", "1960", "1960", "1960", "1960", "1960", "1960", "1960", "1970", "1970", "1970", "1970", "1970", "1970", "1970", "1970", "1970", "1970", "1980", "1980", "1980", "1980", "1980", "1980", "1980", "1980", "1980", "1980", "1990", "1990", "1990", "1990", "1990", "1990", "1990", "1990", "1990", "1990", "2000", "2000", "2000", "2000", "2000", "2000", "2006", "2006", "2006", "2006", "2010")  
levels(Recknnhouse$HouseStyle) = c("15", "15", "1", "25", "25", "2", "1", "1" )  
levels(Recknnhouse$Neighborhood) = c("B", "B", "B", "B", "C", "C", "C", "C", "M", "M", "M", "M", "N", "N", "N", "N", "N", "S", "S", "S", "S", "S", "S", "T", "T")  
summary(Recknnhouse)

## target MSSubClass LotFrontage LotArea   
## 1:509 Min. :-0.8723 Min. :-2.019784 Min. :-0.9234   
## 2:951 1st Qu.:-0.8723 1st Qu.:-0.413838 1st Qu.:-0.2969   
## Median :-0.1631 Median :-0.002057 Median :-0.1040   
## Mean : 0.0000 Mean : 0.030406 Mean : 0.0000   
## 3rd Qu.: 0.3098 3rd Qu.: 0.467373 3rd Qu.: 0.1087   
## Max. : 3.1466 Max. :10.004222 Max. :20.5112   
##   
## LotConfig Neighborhood BldgType HouseStyle OverallQual   
## Corner : 263 B: 93 1Fam :1220 15:168 5 :397   
## CulDSac: 94 C:329 2fmCon: 31 1 :828 6 :374   
## FR2 : 47 M:182 Duplex: 52 25: 19 7 :319   
## FR3 : 4 N:425 Twnhs : 43 2 :445 8 :168   
## Inside :1052 S:382 TwnhsE: 114 4 :116   
## T: 49 9 : 43   
## (Other): 43   
## YearRemodAdd Exterior1st MasVnrArea BsmtFinSF1   
## 2000 :310 VinylSd:515 Min. :-0.572637 Min. :-0.9727   
## 1950 :272 HdBoard:222 1st Qu.:-0.572637 1st Qu.:-0.9727   
## 1990 :245 MetalSd:220 Median :-0.572637 Median :-0.1319   
## 2006 :236 Wd Sdng:206 Mean : 0.002343 Mean : 0.0000   
## 1970 :173 Plywood:108 3rd Qu.: 0.345535 3rd Qu.: 0.5889   
## 1960 :135 CemntBd: 61 Max. : 8.263909 Max. :11.4018   
## (Other): 89 (Other):128   
## TotRmsAbvGrd GarageCars PavedDrive MoSold YrSold   
## 4 :115 0: 81 N: 90 W :169 2006:314   
## 5 :275 1:369 P: 30 Sp:451 2007:329   
## 6 :402 2:824 Y:1340 S :609 2008:304   
## 7 :329 3:181 F :231 2009:338   
## 8 :187 4: 5 2010:175   
## 9 : 75   
## 10: 77

levels(Recmedhouse$TotRmsAbvGrd) = c("4", "4", "4", "5", "6", "7", "8", "9", "10", "10", "10", "10")  
levels(Recmedhouse$MoSold) = c("W", "W", "Sp", "Sp", "Sp", "S", "S", "S", "F", "F", "F", "W")  
levels(Recmedhouse$YearRemodAdd) = c("1950", "1950", "1950", "1950", "1950", "1950", "1950", "1950", "1950", "1950", "1960", "1960", "1960", "1960", "1960", "1960", "1960", "1960", "1960", "1960", "1970", "1970", "1970", "1970", "1970", "1970", "1970", "1970", "1970", "1970", "1980", "1980", "1980", "1980", "1980", "1980", "1980", "1980", "1980", "1980", "1990", "1990", "1990", "1990", "1990", "1990", "1990", "1990", "1990", "1990", "2000", "2000", "2000", "2000", "2000", "2000", "2006", "2006", "2006", "2006", "2010")  
levels(Recmedhouse$HouseStyle) = c("15", "15", "1", "25", "25", "2", "1", "1" )  
levels(Recmedhouse$Neighborhood) = c("B", "B", "B", "B", "C", "C", "C", "C", "M", "M", "M", "M", "N", "N", "N", "N", "N", "S", "S", "S", "S", "S", "S", "T", "T")  
summary(Recmedhouse)

## target MSSubClass LotFrontage LotArea LotConfig   
## 1:509 Min. : 20.0 Min. : 21.00 Min. : 1300 Corner : 263   
## 2:951 1st Qu.: 20.0 1st Qu.: 60.00 1st Qu.: 7554 CulDSac: 94   
## Median : 50.0 Median : 69.00 Median : 9478 FR2 : 47   
## Mean : 56.9 Mean : 69.86 Mean : 10517 FR3 : 4   
## 3rd Qu.: 70.0 3rd Qu.: 79.00 3rd Qu.: 11602 Inside :1052   
## Max. :190.0 Max. :313.00 Max. :215245   
##   
## Neighborhood BldgType HouseStyle OverallQual YearRemodAdd  
## B: 93 1Fam :1220 15:168 5 :397 2000 :310   
## C:329 2fmCon: 31 1 :828 6 :374 1950 :272   
## M:182 Duplex: 52 25: 19 7 :319 1990 :245   
## N:425 Twnhs : 43 2 :445 8 :168 2006 :236   
## S:382 TwnhsE: 114 4 :116 1970 :173   
## T: 49 9 : 43 1960 :135   
## (Other): 43 (Other): 89   
## Exterior1st MasVnrArea BsmtFinSF1 TotRmsAbvGrd GarageCars  
## VinylSd:515 Min. : 0.0 Min. : 0.0 4 :115 0: 81   
## HdBoard:222 1st Qu.: 0.0 1st Qu.: 0.0 5 :275 1:369   
## MetalSd:220 Median : 0.0 Median : 383.5 6 :402 2:824   
## Wd Sdng:206 Mean : 103.1 Mean : 443.6 7 :329 3:181   
## Plywood:108 3rd Qu.: 164.2 3rd Qu.: 712.2 8 :187 4: 5   
## CemntBd: 61 Max. :1600.0 Max. :5644.0 9 : 75   
## (Other):128 10: 77   
## PavedDrive MoSold YrSold   
## N: 90 W :169 2006:314   
## P: 30 Sp:451 2007:329   
## Y:1340 S :609 2008:304   
## F :231 2009:338   
## 2010:175   
##   
##

model2b <- train(target~.,data = Recknnhouse, method = "ranger",   
 trControl = trainControl(method ="cv", number = 7, verboseIter = TRUE))

## + Fold1: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold1: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold1: mtry=36, min.node.size=1, splitrule=gini   
## - Fold1: mtry=36, min.node.size=1, splitrule=gini   
## + Fold1: mtry=70, min.node.size=1, splitrule=gini   
## - Fold1: mtry=70, min.node.size=1, splitrule=gini   
## + Fold1: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold1: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold1: mtry=36, min.node.size=1, splitrule=extratrees   
## - Fold1: mtry=36, min.node.size=1, splitrule=extratrees   
## + Fold1: mtry=70, min.node.size=1, splitrule=extratrees   
## - Fold1: mtry=70, min.node.size=1, splitrule=extratrees   
## + Fold2: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold2: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold2: mtry=36, min.node.size=1, splitrule=gini   
## - Fold2: mtry=36, min.node.size=1, splitrule=gini   
## + Fold2: mtry=70, min.node.size=1, splitrule=gini   
## - Fold2: mtry=70, min.node.size=1, splitrule=gini   
## + Fold2: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold2: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold2: mtry=36, min.node.size=1, splitrule=extratrees   
## - Fold2: mtry=36, min.node.size=1, splitrule=extratrees   
## + Fold2: mtry=70, min.node.size=1, splitrule=extratrees   
## - Fold2: mtry=70, min.node.size=1, splitrule=extratrees   
## + Fold3: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold3: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold3: mtry=36, min.node.size=1, splitrule=gini   
## - Fold3: mtry=36, min.node.size=1, splitrule=gini   
## + Fold3: mtry=70, min.node.size=1, splitrule=gini   
## - Fold3: mtry=70, min.node.size=1, splitrule=gini   
## + Fold3: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold3: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold3: mtry=36, min.node.size=1, splitrule=extratrees   
## - Fold3: mtry=36, min.node.size=1, splitrule=extratrees   
## + Fold3: mtry=70, min.node.size=1, splitrule=extratrees   
## - Fold3: mtry=70, min.node.size=1, splitrule=extratrees   
## + Fold4: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold4: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold4: mtry=36, min.node.size=1, splitrule=gini   
## - Fold4: mtry=36, min.node.size=1, splitrule=gini   
## + Fold4: mtry=70, min.node.size=1, splitrule=gini   
## - Fold4: mtry=70, min.node.size=1, splitrule=gini   
## + Fold4: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold4: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold4: mtry=36, min.node.size=1, splitrule=extratrees   
## - Fold4: mtry=36, min.node.size=1, splitrule=extratrees   
## + Fold4: mtry=70, min.node.size=1, splitrule=extratrees   
## - Fold4: mtry=70, min.node.size=1, splitrule=extratrees   
## + Fold5: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold5: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold5: mtry=36, min.node.size=1, splitrule=gini   
## - Fold5: mtry=36, min.node.size=1, splitrule=gini   
## + Fold5: mtry=70, min.node.size=1, splitrule=gini   
## - Fold5: mtry=70, min.node.size=1, splitrule=gini   
## + Fold5: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold5: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold5: mtry=36, min.node.size=1, splitrule=extratrees   
## - Fold5: mtry=36, min.node.size=1, splitrule=extratrees   
## + Fold5: mtry=70, min.node.size=1, splitrule=extratrees   
## - Fold5: mtry=70, min.node.size=1, splitrule=extratrees   
## + Fold6: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold6: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold6: mtry=36, min.node.size=1, splitrule=gini   
## - Fold6: mtry=36, min.node.size=1, splitrule=gini   
## + Fold6: mtry=70, min.node.size=1, splitrule=gini   
## - Fold6: mtry=70, min.node.size=1, splitrule=gini   
## + Fold6: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold6: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold6: mtry=36, min.node.size=1, splitrule=extratrees   
## - Fold6: mtry=36, min.node.size=1, splitrule=extratrees   
## + Fold6: mtry=70, min.node.size=1, splitrule=extratrees   
## - Fold6: mtry=70, min.node.size=1, splitrule=extratrees   
## + Fold7: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold7: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold7: mtry=36, min.node.size=1, splitrule=gini   
## - Fold7: mtry=36, min.node.size=1, splitrule=gini   
## + Fold7: mtry=70, min.node.size=1, splitrule=gini   
## - Fold7: mtry=70, min.node.size=1, splitrule=gini   
## + Fold7: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold7: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold7: mtry=36, min.node.size=1, splitrule=extratrees   
## - Fold7: mtry=36, min.node.size=1, splitrule=extratrees   
## + Fold7: mtry=70, min.node.size=1, splitrule=extratrees   
## - Fold7: mtry=70, min.node.size=1, splitrule=extratrees   
## Aggregating results  
## Selecting tuning parameters  
## Fitting mtry = 36, splitrule = gini, min.node.size = 1 on full training set

print(model2b)

## Random Forest   
##   
## 1460 samples  
## 17 predictor  
## 2 classes: '1', '2'   
##   
## No pre-processing  
## Resampling: Cross-Validated (7 fold)   
## Summary of sample sizes: 1251, 1251, 1251, 1252, 1252, 1251, ...   
## Resampling results across tuning parameters:  
##   
## mtry splitrule Accuracy Kappa   
## 2 gini 0.8712800 0.7085402  
## 2 extratrees 0.8466008 0.6485518  
## 36 gini 0.8788021 0.7348574  
## 36 extratrees 0.8637218 0.7028417  
## 70 gini 0.8733208 0.7226440  
## 70 extratrees 0.8623482 0.6992990  
##   
## Tuning parameter 'min.node.size' was held constant at a value of 1  
## Accuracy was used to select the optimal model using the largest value.  
## The final values used for the model were mtry = 36, splitrule = gini  
## and min.node.size = 1.

Recoding seems that decrease the accuracy of the model as the accuracy decreased from 0.88 to 0.867.

Encoding. Square rooted all the numeric varaibles, since most of these variable had large outliers. This will put these variable in a smaller range.

sqrtmedhouse = medhouse

sqrtmedhouse$MSSubClass = (sqrtmedhouse$MSSubClass)^.5  
sqrtmedhouse$LotFrontage = (sqrtmedhouse$LotFrontage)^.5  
sqrtmedhouse$LotArea = (sqrtmedhouse$LotArea)^.5  
sqrtmedhouse$MasVnrArea = (sqrtmedhouse$MasVnrArea)^.5  
sqrtmedhouse$BsmtFinSF1 = (sqrtmedhouse$BsmtFinSF1)^.5  
summary(sqrtmedhouse)

## target MSSubClass LotFrontage LotArea LotConfig   
## 1:509 Min. : 4.472 Min. : 4.583 Min. : 36.06 Corner : 263   
## 2:951 1st Qu.: 4.472 1st Qu.: 7.746 1st Qu.: 86.91 CulDSac: 94   
## Median : 7.071 Median : 8.307 Median : 97.36 FR2 : 47   
## Mean : 7.089 Mean : 8.262 Mean : 98.44 FR3 : 4   
## 3rd Qu.: 8.367 3rd Qu.: 8.888 3rd Qu.:107.71 Inside :1052   
## Max. :13.784 Max. :17.692 Max. :463.94   
##   
## Neighborhood BldgType HouseStyle OverallQual YearRemodAdd  
## NAmes :225 1Fam :1220 1Story :726 5 :397 1950 :178   
## CollgCr:150 2fmCon: 31 2Story :445 6 :374 2006 : 97   
## OldTown:113 Duplex: 52 1.5Fin :154 7 :319 2007 : 76   
## Edwards:100 Twnhs : 43 SLvl : 65 8 :168 2005 : 73   
## Somerst: 86 TwnhsE: 114 SFoyer : 37 4 :116 2004 : 62   
## Gilbert: 79 1.5Unf : 14 9 : 43 2000 : 55   
## (Other):707 (Other): 19 (Other): 43 (Other):919   
## Exterior1st MasVnrArea BsmtFinSF1 TotRmsAbvGrd GarageCars  
## VinylSd:515 Min. : 0.000 Min. : 0.00 6 :402 0: 81   
## HdBoard:222 1st Qu.: 0.000 1st Qu.: 0.00 7 :329 1:369   
## MetalSd:220 Median : 0.000 Median :19.58 5 :275 2:824   
## Wd Sdng:206 Mean : 6.014 Mean :16.45 8 :187 3:181   
## Plywood:108 3rd Qu.:12.816 3rd Qu.:26.69 4 : 97 4: 5   
## CemntBd: 61 Max. :40.000 Max. :75.13 9 : 75   
## (Other):128 (Other): 95   
## PavedDrive MoSold YrSold   
## N: 90 6 :253 2006:314   
## P: 30 7 :234 2007:329   
## Y:1340 5 :204 2008:304   
## 4 :141 2009:338   
## 8 :122 2010:175   
## 3 :106   
## (Other):400

model2c <- train(target~.,data = sqrtmedhouse, method = "ranger",   
 trControl = trainControl(method ="cv", number = 7, verboseIter = TRUE))

## + Fold1: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold1: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold1: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold1: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold1: mtry=159, min.node.size=1, splitrule=gini   
## - Fold1: mtry=159, min.node.size=1, splitrule=gini   
## + Fold1: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold1: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold1: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold1: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold1: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold1: mtry=159, min.node.size=1, splitrule=extratrees   
## + Fold2: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold2: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold2: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold2: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold2: mtry=159, min.node.size=1, splitrule=gini   
## - Fold2: mtry=159, min.node.size=1, splitrule=gini   
## + Fold2: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold2: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold2: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold2: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold2: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold2: mtry=159, min.node.size=1, splitrule=extratrees   
## + Fold3: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold3: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold3: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold3: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold3: mtry=159, min.node.size=1, splitrule=gini   
## - Fold3: mtry=159, min.node.size=1, splitrule=gini   
## + Fold3: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold3: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold3: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold3: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold3: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold3: mtry=159, min.node.size=1, splitrule=extratrees   
## + Fold4: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold4: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold4: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold4: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold4: mtry=159, min.node.size=1, splitrule=gini   
## - Fold4: mtry=159, min.node.size=1, splitrule=gini   
## + Fold4: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold4: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold4: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold4: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold4: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold4: mtry=159, min.node.size=1, splitrule=extratrees   
## + Fold5: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold5: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold5: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold5: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold5: mtry=159, min.node.size=1, splitrule=gini   
## - Fold5: mtry=159, min.node.size=1, splitrule=gini   
## + Fold5: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold5: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold5: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold5: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold5: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold5: mtry=159, min.node.size=1, splitrule=extratrees   
## + Fold6: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold6: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold6: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold6: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold6: mtry=159, min.node.size=1, splitrule=gini   
## - Fold6: mtry=159, min.node.size=1, splitrule=gini   
## + Fold6: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold6: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold6: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold6: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold6: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold6: mtry=159, min.node.size=1, splitrule=extratrees   
## + Fold7: mtry= 2, min.node.size=1, splitrule=gini   
## - Fold7: mtry= 2, min.node.size=1, splitrule=gini   
## + Fold7: mtry= 80, min.node.size=1, splitrule=gini   
## - Fold7: mtry= 80, min.node.size=1, splitrule=gini   
## + Fold7: mtry=159, min.node.size=1, splitrule=gini   
## - Fold7: mtry=159, min.node.size=1, splitrule=gini   
## + Fold7: mtry= 2, min.node.size=1, splitrule=extratrees   
## - Fold7: mtry= 2, min.node.size=1, splitrule=extratrees   
## + Fold7: mtry= 80, min.node.size=1, splitrule=extratrees   
## - Fold7: mtry= 80, min.node.size=1, splitrule=extratrees   
## + Fold7: mtry=159, min.node.size=1, splitrule=extratrees   
## - Fold7: mtry=159, min.node.size=1, splitrule=extratrees   
## Aggregating results  
## Selecting tuning parameters  
## Fitting mtry = 80, splitrule = gini, min.node.size = 1 on full training set

print(model2c)

## Random Forest   
##   
## 1460 samples  
## 17 predictor  
## 2 classes: '1', '2'   
##   
## No pre-processing  
## Resampling: Cross-Validated (7 fold)   
## Summary of sample sizes: 1252, 1252, 1251, 1251, 1251, 1252, ...   
## Resampling results across tuning parameters:  
##   
## mtry splitrule Accuracy Kappa   
## 2 gini 0.8636955 0.6874753  
## 2 extratrees 0.8527295 0.6614228  
## 80 gini 0.8780857 0.7331985  
## 80 extratrees 0.8602713 0.6957371  
## 159 gini 0.8760516 0.7294678  
## 159 extratrees 0.8568602 0.6886686  
##   
## Tuning parameter 'min.node.size' was held constant at a value of 1  
## Accuracy was used to select the optimal model using the largest value.  
## The final values used for the model were mtry = 80, splitrule = gini  
## and min.node.size = 1.

The results are marginaly better compared to the medhouse data set results before. Accuracy = 0.8787. mrty = 80, splitrule = gini, min.node.size = 1. Still slightly lower than best reading of 0.88

myGrid = expand.grid(mtry = c(75:95), splitrule = c("gini"),  
 min.node.size = c(1:20))  
model3b <- train(target~.,data = knnhouse, method = "ranger",   
 trControl = trainControl(method ="cv", number = 3, verboseIter = TRUE),  
 tuneGrid = myGrid)

## + Fold1: mtry=75, splitrule=gini, min.node.size= 1   
## - Fold1: mtry=75, splitrule=gini, min.node.size= 1   
## + Fold1: mtry=76, splitrule=gini, min.node.size= 1   
## - Fold1: mtry=76, splitrule=gini, min.node.size= 1   
## + Fold1: mtry=77, splitrule=gini, min.node.size= 1   
## - Fold1: mtry=77, splitrule=gini, min.node.size= 1   
  
## Aggregating results  
## Selecting tuning parameters  
## Fitting mtry = 82, splitrule = gini, min.node.size = 1 on full training set

print(model3b)

## Random Forest   
##   
## 1460 samples  
## 17 predictor  
## 2 classes: '1', '2'   
##   
## No pre-processing  
## Resampling: Cross-Validated (3 fold)   
## Summary of sample sizes: 973, 974, 973   
## Resampling results across tuning parameters:  
##   
## mtry min.node.size Accuracy Kappa   
## 75 1 0.8801416 0.7398900  
## 75 2 0.8835681 0.7467124  
## 75 3 0.8767207 0.7318632  
## 75 4 0.8760348 0.7303065  
## 75 5 0.8821978 0.7437452  
## 75 6 0.8801416 0.7386836  
## 75 7 0.8815105 0.7420980  
## 75 8 0.8815161 0.7419948  
## 75 9 0.8780896 0.7341260  
## 75 10 0.8767193 0.7311290  
## 75 11 0.8773995 0.7324240  
## 75 12 0.8774051 0.7325347  
## 75 13 0.8801373 0.7388546  
## 75 14 0.8801416 0.7384355  
## 75 15 0.8787755 0.7367186  
## 75 16 0.8787712 0.7354499  
## 75 17 0.8774009 0.7322098  
## 75 18 0.8794543 0.7362867  
## 75 19 0.8794557 0.7365697  
## 75 20 0.8780840 0.7335225  
## 76 1 0.8808288 0.7405483  
## 76 2 0.8821978 0.7438067  
## 76 3 0.8794627 0.7378308  
## 76 4 0.8794641 0.7381693  
## 76 5 0.8753489 0.7284115  
## 76 6 0.8780896 0.7343558  
## 76 7 0.8753517 0.7279811  
## 76 8 0.8787755 0.7359798  
## 76 9 0.8828822 0.7449107  
## 76 10 0.8774009 0.7321926  
## 76 11 0.8835667 0.7465100  
## 76 12 0.8774023 0.7324441  
## 76 13 0.8780868 0.7345619  
## 76 14 0.8753503 0.7278791  
## 76 15 0.8760306 0.7289485  
## 76 16 0.8767178 0.7306121  
## 76 17 0.8780840 0.7335488  
## 76 18 0.8767136 0.7302849  
## 76 19 0.8774009 0.7321857  
## 76 20 0.8753433 0.7270452  
## 77 1 0.8808303 0.7408271  
## 77 2 0.8780910 0.7350741  
## 77 3 0.8794585 0.7377988  
## 77 4 0.8808317 0.7410432  
## 77 5 0.8746645 0.7270135  
## 77 6 0.8787741 0.7362344  
## 77 7 0.8760348 0.7302602  
## 77 8 0.8780896 0.7343808  
## 77 9 0.8801416 0.7387024  
## 77 10 0.8815119 0.7412024  
## 77 11 0.8767178 0.7311069  
## 77 12 0.8794599 0.7370761  
## 77 13 0.8774009 0.7329542  
## 77 14 0.8780882 0.7338362  
## 77 15 0.8760320 0.7289610  
## 77 16 0.8780868 0.7338409  
## 77 17 0.8767164 0.7308178  
## 77 18 0.8773995 0.7321531  
## 77 19 0.8746602 0.7261835  
## 77 20 0.8746602 0.7261879  
## 78 1 0.8801458 0.7393960  
## 78 2 0.8828879 0.7453663  
## 78 3 0.8787755 0.7364450  
## 78 4 0.8760348 0.7305085  
## 78 5 0.8794599 0.7370661  
## 78 6 0.8780896 0.7343558  
## 78 7 0.8760334 0.7297860  
## 78 8 0.8808288 0.7400663  
## 78 9 0.8815105 0.7428340  
## 78 10 0.8780882 0.7344079  
## 78 11 0.8774051 0.7330511  
## 78 12 0.8801416 0.7389378  
## 78 13 0.8801430 0.7389369  
## 78 14 0.8822006 0.7438270  
## 78 15 0.8808274 0.7403246  
## 78 16 0.8801388 0.7386253  
## 78 17 0.8767193 0.7308658  
## 78 18 0.8787726 0.7351963  
## 78 19 0.8774023 0.7322536  
## 78 20 0.8780825 0.7335383  
## 79 1 0.8787741 0.7362279  
## 79 2 0.8808288 0.7410418  
## 79 3 0.8822034 0.7439795  
## 79 4 0.8822006 0.7442741  
## 79 5 0.8780910 0.7348937  
## 79 6 0.8774051 0.7331940  
## 79 7 0.8774065 0.7329748  
## 79 8 0.8780910 0.7343922  
## 79 9 0.8767207 0.7308732  
## 79 10 0.8815119 0.7416836  
## 79 11 0.8808274 0.7407468  
## 79 12 0.8767178 0.7310863  
## 79 13 0.8767178 0.7308397  
## 79 14 0.8753447 0.7280367  
## 79 15 0.8780882 0.7333666  
## 79 16 0.8787755 0.7357437  
## 79 17 0.8767164 0.7308165  
## 79 18 0.8794585 0.7373076  
## 79 19 0.8773995 0.7324060  
## 79 20 0.8767150 0.7305548  
## 80 1 0.8794613 0.7373964  
## 80 2 0.8794585 0.7378198  
## 80 3 0.8787741 0.7364516  
## 80 4 0.8780896 0.7350420  
## 80 5 0.8787726 0.7361452  
## 80 6 0.8815147 0.7418915  
## 80 7 0.8767207 0.7314354  
## 80 8 0.8787741 0.7359887  
## 80 9 0.8774009 0.7331840  
## 80 10 0.8835667 0.7460701  
## 80 11 0.8794571 0.7371000  
## 80 12 0.8801416 0.7386596  
## 80 13 0.8808260 0.7400625  
## 80 14 0.8787712 0.7356632  
## 80 15 0.8801388 0.7381614  
## 80 16 0.8794557 0.7372718  
## 80 17 0.8794571 0.7368040  
## 80 18 0.8767150 0.7303189  
## 80 19 0.8780840 0.7335188  
## 80 20 0.8780811 0.7327925  
## 81 1 0.8787741 0.7361866  
## 81 2 0.8815119 0.7425893  
## 81 3 0.8787783 0.7357701  
## 81 4 0.8801458 0.7394569  
## 81 5 0.8801472 0.7394910  
## 81 6 0.8815175 0.7422525  
## 81 7 0.8794599 0.7376189  
## 81 8 0.8774051 0.7327082  
## 81 9 0.8746645 0.7273137  
## 81 10 0.8767164 0.7310730  
## 81 11 0.8774009 0.7319395  
## 81 12 0.8821964 0.7428654  
## 81 13 0.8787755 0.7359798  
## 81 14 0.8780840 0.7335395  
## 81 15 0.8753461 0.7275924  
## 81 16 0.8760306 0.7291802  
## 81 17 0.8794543 0.7367902  
## 81 18 0.8746616 0.7264584  
## 81 19 0.8780868 0.7335733  
## 81 20 0.8767164 0.7306176  
## 82 1 0.8849398 0.7504241  
## 82 2 0.8760348 0.7301975  
## 82 3 0.8787755 0.7364997  
## 82 4 0.8794613 0.7380645  
## 82 5 0.8787741 0.7359607  
## 82 6 0.8801444 0.7397057  
## 82 7 0.8760320 0.7292436  
## 82 8 0.8774037 0.7332039  
## 82 9 0.8794613 0.7369026  
## 82 10 0.8760334 0.7299608  
## 82 11 0.8787698 0.7361282  
## 82 12 0.8794585 0.7370835  
## 82 13 0.8828836 0.7449260  
## 82 14 0.8773995 0.7324193  
## 82 15 0.8780854 0.7345379  
## 82 16 0.8774051 0.7327311  
## 82 17 0.8801430 0.7389158  
## 82 18 0.8794543 0.7367645  
## 82 19 0.8821935 0.7422795  
## 82 20 0.8773995 0.7319306  
## 83 1 0.8774065 0.7335040  
## 83 2 0.8774094 0.7332384  
## 83 3 0.8780882 0.7348276  
## 83 4 0.8767178 0.7313424  
## 83 5 0.8774108 0.7339676  
## 83 6 0.8767193 0.7311122  
## 83 7 0.8760348 0.7302617  
## 83 8 0.8774051 0.7327600  
## 83 9 0.8808274 0.7398363  
## 83 10 0.8767193 0.7310788  
## 83 11 0.8767178 0.7318594  
## 83 12 0.8753461 0.7278401  
## 83 13 0.8774037 0.7329684  
## 83 14 0.8815119 0.7419085  
## 83 15 0.8787741 0.7354840  
## 83 16 0.8767136 0.7305409  
## 83 17 0.8787684 0.7353760  
## 83 18 0.8767150 0.7303028  
## 83 19 0.8746602 0.7266821  
## 83 20 0.8794557 0.7375353  
## 84 1 0.8794599 0.7385820  
## 84 2 0.8787755 0.7365247  
## 84 3 0.8787755 0.7374280  
## 84 4 0.8774079 0.7336594  
## 84 5 0.8801430 0.7394055  
## 84 6 0.8794585 0.7385635  
## 84 7 0.8774009 0.7326974  
## 84 8 0.8767164 0.7313289  
## 84 9 0.8808274 0.7403301  
## 84 10 0.8746659 0.7270248  
## 84 11 0.8787769 0.7359866  
## 84 12 0.8780910 0.7341467  
## 84 13 0.8808246 0.7397770  
## 84 14 0.8801430 0.7393768  
## 84 15 0.8787698 0.7351752  
## 84 16 0.8780868 0.7335841  
## 84 17 0.8739786 0.7251491  
## 84 18 0.8780840 0.7330433  
## 84 19 0.8760306 0.7294232  
## 84 20 0.8767164 0.7303231  
## 85 1 0.8780896 0.7353265  
## 85 2 0.8746673 0.7278105  
## 85 3 0.8821992 0.7437589  
## 85 4 0.8794599 0.7385529  
## 85 5 0.8767164 0.7320363  
## 85 6 0.8787741 0.7364496  
## 85 7 0.8780882 0.7348123  
## 85 8 0.8753517 0.7291885  
## 85 9 0.8794613 0.7376118  
## 85 10 0.8780868 0.7342920  
## 85 11 0.8787698 0.7359090  
## 85 12 0.8780868 0.7345406  
## 85 13 0.8794585 0.7370714  
## 85 14 0.8746645 0.7262553  
## 85 15 0.8774023 0.7324634  
## 85 16 0.8794543 0.7372666  
## 85 17 0.8746602 0.7256707  
## 85 18 0.8787698 0.7349707  
## 85 19 0.8767136 0.7302903  
## 85 20 0.8760292 0.7291754  
## 86 1 0.8774079 0.7334743  
## 86 2 0.8815161 0.7423960  
## 86 3 0.8774079 0.7332345  
## 86 4 0.8808288 0.7408186  
## 86 5 0.8767207 0.7318724  
## 86 6 0.8787755 0.7357143  
## 86 7 0.8774023 0.7331872  
## 86 8 0.8787726 0.7357442  
## 86 9 0.8767178 0.7315997  
## 86 10 0.8794571 0.7373304  
## 86 11 0.8835639 0.7466976  
## 86 12 0.8801388 0.7384131  
## 86 13 0.8774009 0.7326560  
## 86 14 0.8787726 0.7349583  
## 86 15 0.8746645 0.7262858  
## 86 16 0.8794529 0.7369974  
## 86 17 0.8760306 0.7291792  
## 86 18 0.8739786 0.7246047  
## 86 19 0.8760292 0.7284175  
## 86 20 0.8794529 0.7369791  
## 87 1 0.8808317 0.7415851  
## 87 2 0.8774037 0.7342291  
## 87 3 0.8794613 0.7383693  
## 87 4 0.8801458 0.7398796  
## 87 5 0.8774079 0.7335452  
## 87 6 0.8760334 0.7304671  
## 87 7 0.8801430 0.7396302  
## 87 8 0.8767178 0.7309069  
## 87 9 0.8815105 0.7423466  
## 87 10 0.8774051 0.7325598  
## 87 11 0.8815133 0.7421408  
## 87 12 0.8767164 0.7315860  
## 87 13 0.8787726 0.7354613  
## 87 14 0.8815119 0.7416598  
## 87 15 0.8794543 0.7370304  
## 87 16 0.8767164 0.7305784  
## 87 17 0.8780896 0.7348502  
## 87 18 0.8780825 0.7339637  
## 87 19 0.8787726 0.7354492  
## 87 20 0.8773995 0.7326519  
## 88 1 0.8794613 0.7380445  
## 88 2 0.8794627 0.7380404  
## 88 3 0.8794599 0.7378456  
## 88 4 0.8774079 0.7337935  
## 88 5 0.8767207 0.7316395  
## 88 6 0.8808317 0.7401076  
## 88 7 0.8801430 0.7393741  
## 88 8 0.8780882 0.7343539  
## 88 9 0.8753489 0.7278794  
## 88 10 0.8828822 0.7451174  
## 88 11 0.8760334 0.7297421  
## 88 12 0.8780868 0.7343074  
## 88 13 0.8787726 0.7361837  
## 88 14 0.8780868 0.7343525  
## 88 15 0.8801444 0.7384452  
## 88 16 0.8815119 0.7414341  
## 88 17 0.8719238 0.7200193  
## 88 18 0.8753475 0.7278311  
## 88 19 0.8774037 0.7327216  
## 88 20 0.8739786 0.7245976  
## 89 1 0.8774094 0.7339781  
## 89 2 0.8794627 0.7375710  
## 89 3 0.8760348 0.7297421  
## 89 4 0.8767178 0.7318676  
## 89 5 0.8815147 0.7414558  
## 89 6 0.8732955 0.7235168  
## 89 7 0.8746659 0.7267566  
## 89 8 0.8774051 0.7330422  
## 89 9 0.8774065 0.7330176  
## 89 10 0.8794585 0.7373236  
## 89 11 0.8780910 0.7350741  
## 89 12 0.8801430 0.7393988  
## 89 13 0.8787712 0.7364187  
## 89 14 0.8815105 0.7416652  
## 89 15 0.8774009 0.7326560  
## 89 16 0.8794571 0.7368268  
## 89 17 0.8773995 0.7326432  
## 89 18 0.8774009 0.7324366  
## 89 19 0.8787712 0.7351974  
## 89 20 0.8773995 0.7319384  
## 90 1 0.8780924 0.7351055  
## 90 2 0.8808317 0.7410182  
## 90 3 0.8767235 0.7316750  
## 90 4 0.8794613 0.7378856  
## 90 5 0.8780896 0.7348453  
## 90 6 0.8808303 0.7410483  
## 90 7 0.8767193 0.7320836  
## 90 8 0.8794571 0.7370525  
## 90 9 0.8767207 0.7319022  
## 90 10 0.8794613 0.7383392  
## 90 11 0.8739800 0.7249536  
## 90 12 0.8774065 0.7327535  
## 90 13 0.8801402 0.7384078  
## 90 14 0.8780854 0.7340479  
## 90 15 0.8801430 0.7384719  
## 90 16 0.8780882 0.7335843  
## 90 17 0.8787698 0.7354018  
## 90 18 0.8767150 0.7308280  
## 90 19 0.8753503 0.7279008  
## 90 20 0.8732913 0.7224694  
## 91 1 0.8835695 0.7479878  
## 91 2 0.8808317 0.7413235  
## 91 3 0.8808345 0.7415894  
## 91 4 0.8815161 0.7431374  
## 91 5 0.8794613 0.7380907  
## 91 6 0.8801416 0.7396433  
## 91 7 0.8746659 0.7268100  
## 91 8 0.8767207 0.7321060  
## 91 9 0.8767178 0.7323088  
## 91 10 0.8774079 0.7330932  
## 91 11 0.8780868 0.7340677  
## 91 12 0.8774037 0.7331773  
## 91 13 0.8767193 0.7306252  
## 91 14 0.8787726 0.7356937  
## 91 15 0.8774037 0.7322188  
## 91 16 0.8787684 0.7348983  
## 91 17 0.8767178 0.7311069  
## 91 18 0.8746616 0.7259548  
## 91 19 0.8767164 0.7310608  
## 91 20 0.8746602 0.7259570  
## 92 1 0.8801500 0.7397740  
## 92 2 0.8835695 0.7474654  
## 92 3 0.8808303 0.7407889  
## 92 4 0.8801430 0.7393741  
## 92 5 0.8774065 0.7329725  
## 92 6 0.8767178 0.7317909  
## 92 7 0.8739828 0.7264705  
## 92 8 0.8787741 0.7359941  
## 92 9 0.8787741 0.7359508  
## 92 10 0.8801430 0.7391763  
## 92 11 0.8767178 0.7310730  
## 92 12 0.8794571 0.7372751  
## 92 13 0.8794543 0.7372685  
## 92 14 0.8780868 0.7345357  
## 92 15 0.8773981 0.7323953  
## 92 16 0.8767164 0.7313162  
## 92 17 0.8739772 0.7243361  
## 92 18 0.8787698 0.7349689  
## 92 19 0.8732927 0.7234799  
## 92 20 0.8774009 0.7319704  
## 93 1 0.8801472 0.7393902  
## 93 2 0.8815175 0.7427014  
## 93 3 0.8780910 0.7350654  
## 93 4 0.8787769 0.7364581  
## 93 5 0.8787755 0.7356777  
## 93 6 0.8808288 0.7410384  
## 93 7 0.8794585 0.7380496  
## 93 8 0.8760334 0.7302586  
## 93 9 0.8794585 0.7373436  
## 93 10 0.8780910 0.7346027  
## 93 11 0.8753503 0.7286308  
## 93 12 0.8739800 0.7249014  
## 93 13 0.8746630 0.7267470  
## 93 14 0.8753461 0.7280710  
## 93 15 0.8760348 0.7300351  
## 93 16 0.8753461 0.7278078  
## 93 17 0.8794599 0.7366188  
## 93 18 0.8746588 0.7261610  
## 93 19 0.8739758 0.7243414  
## 93 20 0.8739786 0.7246300  
## 94 1 0.8767221 0.7322737  
## 94 2 0.8794585 0.7380213  
## 94 3 0.8767193 0.7323507  
## 94 4 0.8815147 0.7426270  
## 94 5 0.8760390 0.7305464  
## 94 6 0.8760334 0.7299907  
## 94 7 0.8794599 0.7373917  
## 94 8 0.8822006 0.7438090  
## 94 9 0.8760362 0.7302992  
## 94 10 0.8774009 0.7329332  
## 94 11 0.8801444 0.7387212  
## 94 12 0.8753517 0.7284905  
## 94 13 0.8787712 0.7356706  
## 94 14 0.8746645 0.7270407  
## 94 15 0.8767193 0.7313688  
## 94 16 0.8767178 0.7310893  
## 94 17 0.8794571 0.7368241  
## 94 18 0.8787741 0.7354584  
## 94 19 0.8739758 0.7250875  
## 94 20 0.8753461 0.7275739  
## 95 1 0.8753531 0.7286519  
## 95 2 0.8815161 0.7417430  
## 95 3 0.8787769 0.7364861  
## 95 4 0.8774094 0.7340020  
## 95 5 0.8739828 0.7264493  
## 95 6 0.8774051 0.7339547  
## 95 7 0.8801430 0.7389485  
## 95 8 0.8780854 0.7352938  
## 95 9 0.8794627 0.7376421  
## 95 10 0.8767178 0.7310863  
## 95 11 0.8774051 0.7329748  
## 95 12 0.8794613 0.7375931  
## 95 13 0.8780882 0.7338275  
## 95 14 0.8808274 0.7402844  
## 95 15 0.8746645 0.7267803  
## 95 16 0.8732927 0.7232372  
## 95 17 0.8767164 0.7310721  
## 95 18 0.8732927 0.7227358  
## 95 19 0.8746602 0.7256851  
## 95 20 0.8739786 0.7251254  
##   
## Tuning parameter 'splitrule' was held constant at a value of gini  
## Accuracy was used to select the optimal model using the largest value.  
## The final values used for the model were mtry = 82, splitrule = gini  
## and min.node.size = 1.

Accuracy = 0.8808 mtry = 80, splitrule = gini, min.node.size = 8

levels(knnhouse$target) = c("low", "high")  
myControl <- trainControl(method = "cv", number = 10, summaryFunction = twoClassSummary,  
classProbs = TRUE, verboseIter = TRUE)  
myGrid2 = expand.grid(alpha = 0:1,lambda = seq(0.0001, 0.1, length = 10))  
  
  
model4b <- train(target~.,data = knnhouse, method = "glmnet",   
 trControl = myControl, tuneGrid = myGrid2)

## Warning in train.default(x, y, weights = w, ...): The metric "Accuracy" was  
## not in the result set. ROC will be used instead.

## + Fold01: alpha=0, lambda=0.1   
## - Fold01: alpha=0, lambda=0.1   
## + Fold01: alpha=1, lambda=0.1   
## - Fold01: alpha=1, lambda=0.1   
## + Fold02: alpha=0, lambda=0.1   
## - Fold02: alpha=0, lambda=0.1   
## + Fold02: alpha=1, lambda=0.1   
## - Fold02: alpha=1, lambda=0.1   
## + Fold03: alpha=0, lambda=0.1   
## - Fold03: alpha=0, lambda=0.1   
## + Fold03: alpha=1, lambda=0.1   
## - Fold03: alpha=1, lambda=0.1   
## + Fold04: alpha=0, lambda=0.1   
## - Fold04: alpha=0, lambda=0.1   
## + Fold04: alpha=1, lambda=0.1   
## - Fold04: alpha=1, lambda=0.1   
## + Fold05: alpha=0, lambda=0.1   
## - Fold05: alpha=0, lambda=0.1   
## + Fold05: alpha=1, lambda=0.1   
## - Fold05: alpha=1, lambda=0.1   
## + Fold06: alpha=0, lambda=0.1   
## - Fold06: alpha=0, lambda=0.1   
## + Fold06: alpha=1, lambda=0.1   
## - Fold06: alpha=1, lambda=0.1   
## + Fold07: alpha=0, lambda=0.1   
## - Fold07: alpha=0, lambda=0.1   
## + Fold07: alpha=1, lambda=0.1   
## - Fold07: alpha=1, lambda=0.1   
## + Fold08: alpha=0, lambda=0.1   
## - Fold08: alpha=0, lambda=0.1   
## + Fold08: alpha=1, lambda=0.1   
## - Fold08: alpha=1, lambda=0.1   
## + Fold09: alpha=0, lambda=0.1   
## - Fold09: alpha=0, lambda=0.1   
## + Fold09: alpha=1, lambda=0.1   
## - Fold09: alpha=1, lambda=0.1   
## + Fold10: alpha=0, lambda=0.1   
## - Fold10: alpha=0, lambda=0.1   
## + Fold10: alpha=1, lambda=0.1   
## - Fold10: alpha=1, lambda=0.1   
## Aggregating results  
## Selecting tuning parameters  
## Fitting alpha = 0, lambda = 0.0556 on full training set

plot(model4b)
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print(model4b)

## glmnet   
##   
## 1460 samples  
## 17 predictor  
## 2 classes: 'low', 'high'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1314, 1314, 1314, 1314, 1313, 1314, ...   
## Resampling results across tuning parameters:  
##   
## alpha lambda ROC Sens Spec   
## 0 0.0001 0.9527132 0.8447451 0.9095724  
## 0 0.0112 0.9527132 0.8447451 0.9095724  
## 0 0.0223 0.9527132 0.8467059 0.9106140  
## 0 0.0334 0.9530858 0.8368627 0.9127083  
## 0 0.0445 0.9531072 0.8349020 0.9137610  
## 0 0.0556 0.9531687 0.8309804 0.9137610  
## 0 0.0667 0.9529830 0.8309804 0.9148136  
## 0 0.0778 0.9527736 0.8309804 0.9137610  
## 0 0.0889 0.9527745 0.8290196 0.9148136  
## 0 0.1000 0.9526302 0.8290196 0.9158662  
## 1 0.0001 0.9467121 0.8309020 0.8948246  
## 1 0.0112 0.9508322 0.8231373 0.9116667  
## 1 0.0223 0.9425137 0.7936863 0.9127083  
## 1 0.0334 0.9355917 0.7465490 0.9200768  
## 1 0.0445 0.9299582 0.7092549 0.9253180  
## 1 0.0556 0.9221860 0.6503922 0.9337281  
## 1 0.0667 0.9131278 0.5777647 0.9379386  
## 1 0.0778 0.9039062 0.5285098 0.9432018  
## 1 0.0889 0.8963196 0.4774902 0.9442544  
## 1 0.1000 0.8834680 0.3988235 0.9484649  
##   
## ROC was used to select the optimal model using the largest value.  
## The final values used for the model were alpha = 0 and lambda = 0.0556.

ROC = 0.9508983, Alpha = 0, lambda = 0.0334 Most model had accuracy of about 0.88 or 0.87, this glmnet model produced signifcantly results

levels(knnhouse$target) = c("low", "high")  
myControl <- trainControl(method = "cv", number = 10, summaryFunction = twoClassSummary,  
classProbs = TRUE, verboseIter = TRUE)  
myGrid3 = expand.grid(alpha = 0:1,lambda = seq(0.0001, 0.05, length = 10))  
  
  
model4t <- train(target~.,data = knnhouse, method = "glmnet",   
 trControl = myControl, tuneGrid = myGrid3)

## Warning in train.default(x, y, weights = w, ...): The metric "Accuracy" was  
## not in the result set. ROC will be used instead.

## + Fold01: alpha=0, lambda=0.05   
## - Fold01: alpha=0, lambda=0.05   
## + Fold01: alpha=1, lambda=0.05   
## - Fold01: alpha=1, lambda=0.05   
## + Fold02: alpha=0, lambda=0.05   
## - Fold02: alpha=0, lambda=0.05   
## + Fold02: alpha=1, lambda=0.05   
## - Fold02: alpha=1, lambda=0.05   
## + Fold03: alpha=0, lambda=0.05   
## - Fold03: alpha=0, lambda=0.05   
## + Fold03: alpha=1, lambda=0.05   
## - Fold03: alpha=1, lambda=0.05   
## + Fold04: alpha=0, lambda=0.05   
## - Fold04: alpha=0, lambda=0.05   
## + Fold04: alpha=1, lambda=0.05   
## - Fold04: alpha=1, lambda=0.05   
## + Fold05: alpha=0, lambda=0.05   
## - Fold05: alpha=0, lambda=0.05   
## + Fold05: alpha=1, lambda=0.05   
## - Fold05: alpha=1, lambda=0.05   
## + Fold06: alpha=0, lambda=0.05   
## - Fold06: alpha=0, lambda=0.05   
## + Fold06: alpha=1, lambda=0.05   
## - Fold06: alpha=1, lambda=0.05   
## + Fold07: alpha=0, lambda=0.05   
## - Fold07: alpha=0, lambda=0.05   
## + Fold07: alpha=1, lambda=0.05   
## - Fold07: alpha=1, lambda=0.05   
## + Fold08: alpha=0, lambda=0.05   
## - Fold08: alpha=0, lambda=0.05   
## + Fold08: alpha=1, lambda=0.05   
## - Fold08: alpha=1, lambda=0.05   
## + Fold09: alpha=0, lambda=0.05   
## - Fold09: alpha=0, lambda=0.05   
## + Fold09: alpha=1, lambda=0.05   
## - Fold09: alpha=1, lambda=0.05   
## + Fold10: alpha=0, lambda=0.05   
## - Fold10: alpha=0, lambda=0.05   
## + Fold10: alpha=1, lambda=0.05   
## - Fold10: alpha=1, lambda=0.05   
## Aggregating results  
## Selecting tuning parameters  
## Fitting alpha = 1, lambda = 0.00564 on full training set

plot(model4t)
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print(model4t)

## glmnet   
##   
## 1460 samples  
## 17 predictor  
## 2 classes: 'low', 'high'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1314, 1314, 1314, 1314, 1313, 1314, ...   
## Resampling results across tuning parameters:  
##   
## alpha lambda ROC Sens Spec   
## 0 0.000100000 0.9496341 0.8370196 0.9106360  
## 0 0.005644444 0.9496341 0.8370196 0.9106360  
## 0 0.011188889 0.9496341 0.8370196 0.9106360  
## 0 0.016733333 0.9496341 0.8370196 0.9106360  
## 0 0.022277778 0.9496341 0.8370196 0.9106360  
## 0 0.027822222 0.9495094 0.8370196 0.9106360  
## 0 0.033366667 0.9496752 0.8389804 0.9085307  
## 0 0.038911111 0.9499453 0.8429020 0.9095833  
## 0 0.044455556 0.9498217 0.8389804 0.9095833  
## 0 0.050000000 0.9502560 0.8409412 0.9085307  
## 1 0.000100000 0.9451787 0.8214118 0.9022259  
## 1 0.005644444 0.9520418 0.8292549 0.9106360  
## 1 0.011188889 0.9501685 0.8213725 0.9137829  
## 1 0.016733333 0.9481641 0.8056078 0.9116996  
## 1 0.022277778 0.9446732 0.7938039 0.9179934  
## 1 0.027822222 0.9405536 0.7702745 0.9200987  
## 1 0.033366667 0.9370260 0.7427843 0.9200987  
## 1 0.038911111 0.9339592 0.7192157 0.9221930  
## 1 0.044455556 0.9309438 0.7015686 0.9264035  
## 1 0.050000000 0.9281060 0.6799216 0.9285088  
##   
## ROC was used to select the optimal model using the largest value.  
## The final values used for the model were alpha = 1 and lambda  
## = 0.005644444.

ROC = 0.949917 Alpha = 0 lambda = .0056 Slightly worse than the less tuned glmnet model

model5b <- train(target~.,data = knnhouse, method = "rpart",   
 trControl = trainControl(method ="cv", number = 10, verboseIter = TRUE))

## + Fold01: cp=0.05108   
## - Fold01: cp=0.05108   
## + Fold02: cp=0.05108   
## - Fold02: cp=0.05108   
## + Fold03: cp=0.05108   
## - Fold03: cp=0.05108   
## + Fold04: cp=0.05108   
## - Fold04: cp=0.05108   
## + Fold05: cp=0.05108   
## - Fold05: cp=0.05108   
## + Fold06: cp=0.05108   
## - Fold06: cp=0.05108   
## + Fold07: cp=0.05108   
## - Fold07: cp=0.05108   
## + Fold08: cp=0.05108   
## - Fold08: cp=0.05108   
## + Fold09: cp=0.05108   
## - Fold09: cp=0.05108   
## + Fold10: cp=0.05108   
## - Fold10: cp=0.05108   
## Aggregating results  
## Selecting tuning parameters  
## Fitting cp = 0.0511 on full training set

print(model5b)

## CART   
##   
## 1460 samples  
## 17 predictor  
## 2 classes: 'low', 'high'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1314, 1315, 1314, 1314, 1314, 1314, ...   
## Resampling results across tuning parameters:  
##   
## cp Accuracy Kappa   
## 0.05108055 0.8171165 0.5936914  
## 0.10216110 0.7890201 0.5131629  
## 0.33988212 0.7007289 0.2074987  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was cp = 0.05108055.

Best accuracy of 0.8226 with a cp of 0.05108

splitIndex <- createDataPartition(knnhouse$target, p = .70, list = FALSE, times = 1)  
train1 <- knnhouse[ splitIndex,]  
test1 <- knnhouse[-splitIndex,]  
model6b = ranger(target ~., data = train1)  
pred6b = predict(model6b,data = test1)$predictions  
cm1 = confusionMatrix(pred6b, test1$target, positive = NULL)  
cm1

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction low high  
## low 128 20  
## high 24 265  
##   
## Accuracy : 0.8993   
## 95% CI : (0.8672, 0.9259)  
## No Information Rate : 0.6522   
## P-Value [Acc > NIR] : <2e-16   
##   
## Kappa : 0.7767   
## Mcnemar's Test P-Value : 0.6511   
##   
## Sensitivity : 0.8421   
## Specificity : 0.9298   
## Pos Pred Value : 0.8649   
## Neg Pred Value : 0.9170   
## Prevalence : 0.3478   
## Detection Rate : 0.2929   
## Detection Prevalence : 0.3387   
## Balanced Accuracy : 0.8860   
##   
## 'Positive' Class : low   
##

Accuracy = 0.8879, Balanced Accuracy = 0.8803

### Conclusion

Models have strong predicting power for home sales price. The Knn impuation was the most succesful imputation method with a baseline accuracy of 0.88. The best model was the Knn glmnet model with a ROC of 0.95. All other model still had strong predictive power with accuracies of 0.87,0.88. Recoding and Encoding did not add any predictive power. The variables were already reduced to one with strong predictive power.This was evident in the differnces between the target variables as they were quite noticable in the graphics. Overall, This dataset could be used to predict if the sales price of a home was above of below the projected median cost.